**Aim:** Implementation of Unification and Resolution

**Problem Description:** Unification is a process of making two different logical atomic expressions identical by finding a substitution. Unification takes two literals as input and makes them identical using substitution. Resolution is used, if there are various statements are given, and we need to prove a conclusion of those statements. Unification is a key concept in proofs by resolutions. Resolution is a single inference rule which can efficiently operate on the conjunctive normal form or clausal form.

**Algorithm:**

1. Get the number of predicates, predicates, the number of arguments for the predicate and the argument.
2. Write a function to display the predicates.
3. Write a function to check if the predicates can be unified. If the no of arguments is same but the arguments are different perform substitution. If the number of arguments is different than substitution can’t take place and if the arguments are identical then no need to perform substitution.
4. If one expression is a variable vi, and the other is a term ti which does not contain variable vi, then:

* Substitute ti / vi in the existing substitutions
* Add ti /vi to the substitution setlist.
* If both the expressions are functions, then function name must be similar, and the number of arguments must be the same in both the expression.

**CODE:**

1. **Unification:**

def get\_index\_comma(string):

    """

    Return index of commas in string

    """

    index\_list = list()

    # Count open parentheses

    par\_count = 0

    for i in range(len(string)):

        if string[i] == ',' and par\_count == 0:

            index\_list.append(i)

        elif string[i] == '(':

            par\_count += 1

        elif string[i] == ')':

            par\_count -= 1

    return index\_list

def is\_variable(expr):

    """

    Check if expression is variable

    """

    for i in expr:

        if i == '(' or i == ')':

            return False

    return True

def process\_expression(expr):

    """

    input:  - expression:

            'Q(a, g(x, b), f(y))'

    return: - predicate symbol:

            Q

            - list of arguments

            ['a', 'g(x, b)', 'f(y)']

    """

    # Remove space in expression

    expr = expr.replace(' ', '')

    # Find the first index == '('

    index = None

    for i in range(len(expr)):

        if expr[i] == '(':

            index = i

            break

    # Return predicate symbol and remove predicate symbol in expression

    predicate\_symbol = expr[:index]

    expr = expr.replace(predicate\_symbol, '')

    # Remove '(' in the first index and ')' in the last index

    expr = expr[1:len(expr) - 1]

    # List of arguments

    arg\_list = list()

    # Split string with commas, return list of arguments

    indices = get\_index\_comma(expr)

    if len(indices) == 0:

        arg\_list.append(expr)

    else:

        arg\_list.append(expr[:indices[0]])

        for i, j in zip(indices, indices[1:]):

            arg\_list.append(expr[i + 1:j])

        arg\_list.append(expr[indices[len(indices) - 1] + 1:])

    return predicate\_symbol, arg\_list

def get\_arg\_list(expr):

    """

    input:  expression:

            'Q(a, g(x, b), f(y))'

    return: full list of arguments:

            ['a', 'x', 'b', 'y']

    """

    \_, arg\_list = process\_expression(expr)

    flag = True

    while flag:

        flag = False

        for i in arg\_list:

            if not is\_variable(i):

                flag = True

                \_, tmp = process\_expression(i)

                for j in tmp:

                    if j not in arg\_list:

                        arg\_list.append(j)

                arg\_list.remove(i)

    return arg\_list

def check\_occurs(var, expr):

    """

    Check if var occurs in expr

    """

    arg\_list = get\_arg\_list(expr)

    if var in arg\_list:

        return True

    return False

def unify(expr1, expr2):

    # Step 1:

    if is\_variable(expr1) and is\_variable(expr2):

        if expr1 == expr2:

            return 'Null'

        else:

            return False

    elif is\_variable(expr1) and not is\_variable(expr2):

        if check\_occurs(expr1, expr2):

            return False

        else:

            tmp = str(expr2) + '/' + str(expr1)

            return tmp

    elif not is\_variable(expr1) and is\_variable(expr2):

        if check\_occurs(expr2, expr1):

            return False

        else:

            tmp = str(expr1) + '/' + str(expr2)

            return tmp

    else:

        predicate\_symbol\_1, arg\_list\_1 = process\_expression(expr1)

        predicate\_symbol\_2, arg\_list\_2 = process\_expression(expr2)

        # Step 2

        if predicate\_symbol\_1 != predicate\_symbol\_2:

            return False

        # Step 3

        elif len(arg\_list\_1) != len(arg\_list\_2):

            return False

        else:

            # Step 4: Create substitution list

            sub\_list = list()

            # Step 5:

            for i in range(len(arg\_list\_1)):

                tmp = unify(arg\_list\_1[i], arg\_list\_2[i])

                if not tmp:

                    return False

                elif tmp == 'Null':

                    pass

                else:

                    if type(tmp) == list:

                        for j in tmp:

                            sub\_list.append(j)

                    else:

                        sub\_list.append(tmp)

            # Step 6

            return sub\_list

if \_\_name\_\_ == '\_\_main\_\_':

    f1 = 'Q(a, g(x, a), f(y))'

    f2 = 'Q(a, g(f(b), a), x)'

    result = unify(f1, f2)

    if not result:

        print('Unification failed!')

    else:

        print('Unification successful!')

        print(result)

**INPUT:**

**1. Unification:**

f1 = 'Q(a, g(x, a), f(y))'

f2 = 'Q(a, g(f(b), a), x)'

Output:
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**Code: resolution**

import copy

import time

class Parameter:

    variable\_count = 1

    def \_\_init\_\_(self, name=None):

        if name:

            self.type = "Constant"

            self.name = name

        else:

            self.type = "Variable"

            self.name = "v" + str(Parameter.variable\_count)

            Parameter.variable\_count += 1

    def isConstant(self):

        return self.type == "Constant"

    def unify(self, type\_, name):

        self.type = type\_

        self.name = name

    def \_\_eq\_\_(self, other):

        return self.name == other.name

    def \_\_str\_\_(self):

        return self.name

class Predicate:

    def \_\_init\_\_(self, name, params):

        self.name = name

        self.params = params

    def \_\_eq\_\_(self, other):

        return self.name == other.name and all(a == b for a, b in zip(self.params, other.params))

    def \_\_str\_\_(self):

        return self.name + "(" + ",".join(str(x) for x in self.params) + ")"

    def getNegatedPredicate(self):

        return Predicate(negatePredicate(self.name), self.params)

class Sentence:

    sentence\_count = 0

    def \_\_init\_\_(self, string):

        self.sentence\_index = Sentence.sentence\_count

        Sentence.sentence\_count += 1

        self.predicates = []

        self.variable\_map = {}

        local = {}

        for predicate in string.split("|"):

            name = predicate[:predicate.find("(")]

            params = []

            for param in predicate[predicate.find("(") + 1: predicate.find(")")].split(","):

                if param[0].islower():

                    if param not in local:  # Variable

                        local[param] = Parameter()

                        self.variable\_map[local[param].name] = local[param]

                    new\_param = local[param]

                else:

                    new\_param = Parameter(param)

                    self.variable\_map[param] = new\_param

                params.append(new\_param)

            self.predicates.append(Predicate(name, params))

    def getPredicates(self):

        return [predicate.name for predicate in self.predicates]

    def findPredicates(self, name):

        return [predicate for predicate in self.predicates if predicate.name == name]

    def removePredicate(self, predicate):

        self.predicates.remove(predicate)

        for key, val in self.variable\_map.items():

            if not val:

                self.variable\_map.pop(key)

    def containsVariable(self):

        return any(not param.isConstant() for param in self.variable\_map.values())

    def \_\_eq\_\_(self, other):

        if len(self.predicates) == 1 and self.predicates[0] == other:

            return True

        return False

    def \_\_str\_\_(self):

        return "".join([str(predicate) for predicate in self.predicates])

class KB:

    def \_\_init\_\_(self, inputSentences):

        self.inputSentences = [x.replace(" ", "") for x in inputSentences]

        self.sentences = []

        self.sentence\_map = {}

    def prepareKB(self):

        self.convertSentencesToCNF()

        for sentence\_string in self.inputSentences:

            sentence = Sentence(sentence\_string)

            for predicate in sentence.getPredicates():

                self.sentence\_map[predicate] = self.sentence\_map.get(predicate, []) + [sentence]

    def convertSentencesToCNF(self):

        for sentenceIdx in range(len(self.inputSentences)):

            if "=>" in self.inputSentences[sentenceIdx]:  # Do negation of the Premise and add them as literal

                self.inputSentences[sentenceIdx] = negateAntecedent(self.inputSentences[sentenceIdx])

    def askQueries(self, queryList):

        results = []

        for query in queryList:

            negatedQuery = Sentence(negatePredicate(query.replace(" ", "")))

            negatedPredicate = negatedQuery.predicates[0]

            prev\_sentence\_map = copy.deepcopy(self.sentence\_map)

            self.sentence\_map[negatedPredicate.name] = self.sentence\_map.get(negatedPredicate.name, []) + [negatedQuery]

            self.timeLimit = time.time() + 40

            try:

                result = self.resolve([negatedPredicate], [False]\*(len(self.inputSentences) + 1))

            except:

                result = False

            self.sentence\_map = prev\_sentence\_map

            if result:

                results.append("TRUE")

            else:

                results.append("FALSE")

        return results

    def resolve(self, queryStack, visited, depth=0):

        if time.time() > self.timeLimit:

            raise Exception

        if queryStack:

            query = queryStack.pop(-1)

            negatedQuery = query.getNegatedPredicate()

            queryPredicateName = negatedQuery.name

            if queryPredicateName not in self.sentence\_map:

                return False

            else:

                queryPredicate = negatedQuery

                for kb\_sentence in self.sentence\_map[queryPredicateName]:

                    if not visited[kb\_sentence.sentence\_index]:

                        for kbPredicate in kb\_sentence.findPredicates(queryPredicateName):

                            canUnify, substitution = performUnification(copy.deepcopy(queryPredicate), copy.deepcopy(kbPredicate))

                            if canUnify:

                                newSentence = copy.deepcopy(kb\_sentence)

                                newSentence.removePredicate(kbPredicate)

                                newQueryStack = copy.deepcopy(queryStack)

                                if substitution:

                                    for old, new in substitution.items():

                                        if old in newSentence.variable\_map:

                                            parameter = newSentence.variable\_map[old]

                                            newSentence.variable\_map.pop(old)

                                            parameter.unify("Variable" if new[0].islower() else "Constant", new)

                                            newSentence.variable\_map[new] = parameter

                                    for predicate in newQueryStack:

                                        for index, param in enumerate(predicate.params):

                                            if param.name in substitution:

                                                new = substitution[param.name]

                                                predicate.params[index].unify("Variable" if new[0].islower() else "Constant", new)

                                for predicate in newSentence.predicates:

                                    newQueryStack.append(predicate)

                                new\_visited = copy.deepcopy(visited)

                                if kb\_sentence.containsVariable() and len(kb\_sentence.predicates) > 1:

                                    new\_visited[kb\_sentence.sentence\_index] = True

                                if self.resolve(newQueryStack, new\_visited, depth + 1):

                                    return True

                return False

        return True

def performUnification(queryPredicate, kbPredicate):

    substitution = {}

    if queryPredicate == kbPredicate:

        return True, {}

    else:

        for query, kb in zip(queryPredicate.params, kbPredicate.params):

            if query == kb:

                continue

            if kb.isConstant():

                if not query.isConstant():

                    if query.name not in substitution:

                        substitution[query.name] = kb.name

                    elif substitution[query.name] != kb.name:

                        return False, {}

                    query.unify("Constant", kb.name)

                else:

                    return False, {}

            else:

                if not query.isConstant():

                    if kb.name not in substitution:

                        substitution[kb.name] = query.name

                    elif substitution[kb.name] != query.name:

                        return False, {}

                    kb.unify("Variable", query.name)

                else:

                    if kb.name not in substitution:

                        substitution[kb.name] = query.name

                    elif substitution[kb.name] != query.name:

                        return False, {}

    return True, substitution

def negatePredicate(predicate):

    return predicate[1:] if predicate[0] == "~" else "~" + predicate

def negateAntecedent(sentence):

    antecedent = sentence[:sentence.find("=>")]

    premise = []

    for predicate in antecedent.split("&"):

        premise.append(negatePredicate(predicate))

    premise.append(sentence[sentence.find("=>") + 2:])

    return "|".join(premise)

def getInput(filename):

    with open(filename, "r") as file:

        noOfQueries = int(file.readline().strip())

        inputQueries = [file.readline().strip() for \_ in range(noOfQueries)]

        noOfSentences = int(file.readline().strip())

        inputSentences = [file.readline().strip() for \_ in range(noOfSentences)]

        return inputQueries, inputSentences

def printOutput(filename, results):

    print(results)

    with open(filename, "w") as file:

        for line in results:

            file.write(line)

            file.write("\n")

    file.close()

if \_\_name\_\_ == '\_\_main\_\_':

    inputQueries\_, inputSentences\_ = getInput("input.txt")

    knowledgeBase = KB(inputSentences\_)

    knowledgeBase.prepareKB()

    results\_ = knowledgeBase.askQueries(inputQueries\_)

    printOutput("output.txt", results\_)

input.txt:

2

Friends(Alice,Bob,Charlie,Diana)

Friends(Diana,Charlie,Bob,Alice)

2

Friends(a,b,c,d)

NotFriends(a,b,c,d)

Output:

![](data:image/png;base64,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)

Result: Unification and Resolution is successfully executed.